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ABSTRACT

A system for imterfacing Preleg programs with
relational algsbra is prescoted,  The system produces
relational algebea queries wsing o deferred evaluation
approsch.  Least (LFP} queries are
autnmatically managed. An optimiration smethod for

removing redundant relations is zlso presented,

fived  point

L Intreduction

Japan's Fifth Generation Compuier System (FGCS})
project ix mimed =t constructing & wseful knowledge
information processing symem [6].  As the firsl stage of
hlding the system, we are developing 8 working modsl
of a relational database machine (RDBM) called Delta
[9.12], which will accep: refasional algebri-based queries,
and wohng models of personal sequential inference
(PS1) machines [11] weed for involing programs written in
a Frolog-based logic programuning language called the
Fifth Generation Fernel Laaguage 8. Dehta will bea
hardware backend machine comnceted to a number of host
PSi Machines.  Possible physical
connections betwesn the PSI machines will be by a Jocal

machines, mainly

ares network of & thared commaon memory om a bus. See
Figure 1.

Under this environmem, w form a  sofiware
development support system usinfp  large-icale databases,
we must develop & logical interface between Prolog and
relational algebra =, We will collsct experimental datz on
the connestions fos use in constructing 2 knowladge base
mechanism during the next stage of the project,

In this paper, we propose 2n efficlem igterfare
between Prolog and relations! algebra. By adding simple
specifications to the program, users are sble o handle
least fixed point (LFP) operations [LIDRL  Well lzowa
LFP examples are the ancestor finding problem and
airline conascring Nights problem, neither of these can be
handled by relstional alpebra nor by relatiomal caleulus.
Our interface is capable of retricving large-scale databases.
An inference wechanism capable of Landliog largescale
darahnees ix the st siep towards building a knowledge

base mezhanism

The imerface program for the PSI Machines

s Osdinary Drelog queries can be seen as highdevel
daisbase queries, which derive unswers one by one from a
emall database in  main memory.
describe, and with a
sutematizally recsives the answer to his query, when the

Using the system we
sipgle Prolog query, a user
datakase it kemt in both main memory and external

storage



generates oplimized gueries and seads them to Delta for
a Prolog query, Using this interface, host-machine  users
can write Prolog programs in 8 natural way, etilizing
cut-gperator, not-pradicars, evelunble  predicaies, and
crdinary predicates. They must explicitly specily which
Prolog predicates are stored in Delta. Otheswise, a wser
can make & slight modification to the system 1o ollow 3t

ta sei the specifications for those location.

1. A Proleg and Kelational Algebra Interface.

A number of papers have proposed soveral
approcches 10 an intsriace beotween  logic programming
languzges and  relational  databases (35513 Their

approazhes call for dividing Prolog programs {which are

treated a5 a collestion of Horn elavses)  into two pasts: -~

an extensional  darahase  (EDH)  which collecis the
majoriy of the Preleg  faces  (unit Horn clauses
epnrrining no variables), and an  intersipnal darabase
{IDE} which colleeis 2 Prolog rules (Horn clavses
except {acis} and 2 few Prolog facts for temparary  use.
According 10 the idea proposed by Chakravarty [3], we
developed an enhanced | in7arence mechanism  which
ceduces Frolog goals using only the intensionzal database,
undsr the assumption  that the predicates located in the
cxtensional databass normally  exist, a.'s_d simulienscusly
generates gquery plans  for the extensional datzhase
Tanaka [13} proposed a similar partial evaluation approach
which also calls for dividing a Prolog program into two
parts. To deduce a guery using the intensional database
and extensional datzbase, our system defers the evaluation
of the predicates in the extensional databage; Tanzka uses
g partial evalvaninn method We eall rthis a delerrad

evalvation approach,
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We have already deseribed this principle  and
developod an experimental system in DEC-10 Prolog  [8].
The systom ilustrated in Figure 2 s composcd of & plan
penerator, @ plan converter, and a Dehte simulator which
executes relational algebra commands vsing o Prolog  fact
as @ relation's tupbe.  Here, notice that the  Delia
simulazor simulates only fenstions of Delis, but it does

not simulate the internal behavior of Tela

The plan generaror ** deduces Prolog goals vsing enly
the intensional database.  Ar the same time, it gonerates a
plam, whizh is a sequence of FProlog predicates in rha
sxtonsional database,  This sequence of predicates are
verified using the relational database machine. The plan
converter converts this plan into a sequence of  relational
algebra  commands, which is =2ccopred by the  Delia
simulater. This procass is repeated lo oblain the entire

set of answers,
For example, the predicates

fdbiifanceston X, 1) :- parent(X, X2 (1)
idhlifancesionf X, Y} ;= parent{ X, Z),
ancestor{ Z, Y1) (7

-~ projep’s Goal. Sealence
1
[ Plan Gerarator et (06 |
—_—r
[ FT R —
1
1
Relational-Algebra Comnand Seauence.

&
felational Algebra
Cozpand Execytion

(Oeltal Siwlamr!
|

Relational |

latabase

(EDE)  §

i e Backtrack

Figure 2 #revious SvsTeg Gonfiguration

= This plan  generator  §5 based on Bowen's {2}
meta-predicate deme, vsed to represent provability  in

logic. Sec also Chekravarthy [4] Kunifuji [8).



are given in the iatensional databage as o Prelog program
to relate an ancesior with @ parent.  The predicate of
greestorf Y, Y) means ¥ s he ancestor of X and the
predicste of perentX, ¥} means ¥ is the parent of A If
the parenr predicates are located in the extensional
database as & relation, the following elause is added to

the intensional <atabase to indicats this fact,

idbl((rarent(X. ¥) ;= edblparensfX, Y211 {3}

The clauses stored in the intensional database wiil be
modified into one-argument uvnit clauses  which must  be
ideatifisd 25 a user program in the intensional database.
Thus we ecan recognize  different worlds in our system
using different functor names, for example, &b and b2

{Figure 3).

If we invoke the plan generator for the gquery
“f-ancestor{taro, X" to find the zncestors of raro, we
will pet a plan which invokes a search for the parents of
tarp as follows:

fpareniftarc XN {4)

Then the plan converter converts this into relational

alpebra commands as follows:

[sefection{pareni fij=tare, templ),
projection{ templ f2] tempZ), (5]
getitempl ) 2ea

and s=nds them  to the Delta simulator, The simulator

‘ - [08 ~rmeme e ]
D oo

Fegurea 3 Multiple idb Wolrds

=2t Tn the relational 2lgebrs commands used in this paper,

fn] means n-th atribute of a relation.

searches the relation named  perent Tor wiples, the first
attribute of which is saro, and forms a relation  templ as
the collscnion of those twples,  Then 1 forms a  relation
templ which has only the second attrnibute of rempl, as =
candidats for the results of  the guery. 17 the result is
net satisfactory to the hueman, we request a backirack,
Hut the simulator and plan converter have no  alternative
resulis for the plan, 5o the backiracking arrives at the
plan generator. Then the plan generator gencrates the
next aliernative plan which again invokes a search for the

grandparents of rero as follows:
[parent(tare X1} parenti Xl X} {8
The plan converter translates this into

fseleciionf parent fIi=taro, tempd),
Joinftempd parent (2f={1] ternpd),
prajection{tempd [4]. temp), {7
get(temps)]

The simulator then forms another relation fempld. If 2
new backtraczk tak-s plaze, another plan, such as
[parent(iaro X1) parert{ X1, X2) parens( X2, X} (8}
is formed, and so on.  The processes of potting a result
are coniralled by the human,  Dacie plan yiclds several
results, A detailed deseription of this system can be

found in [E].

3, Ieprovemcent

In this paper, we desoribe the refinement of the

efficient one which generates

system inlo a more
optimized plans much faster than our old system and

which can automatically handie LFP operations,

Fach time Prelop processes a query, it returns the
next answer which satisfies that query. Tt has achieved
this vsing only information {rom the intensional daabase.

There are other plans which cam also sarisfy a given



query. Figere 4 illustrates an example of the relationship

between a search tree and plans.

1n our previous system, to get all the results, 3 wser
had 1o constamtby interact with the process, invoking
compuleory backtracks as well as interactive  Prolog
deduction. It was difficult to  know when all the resuits
had been

backiracked, the result would be a recursive program

obtaiged,  If  the auiomatically

SysTEm
which could not be automatically stopped. For instance,
the c¢lause presented in (3) means that the  parent
predicate always exists in the extensional database and
that the recursion of (2} has no stop<condition. From
another point of view, program =(11(2)1(3)- ean be
regarded as an LFP operation. Our older implementatian
I8! did not handle LFP operations in a complately

AULDITAiEs wdy.

To handie LFD gperations automatically, the system
must always inveke a cempulsory backtrack to obtain 2n
alternative plan and distinguish zn empty-backirack from
a nonempty-backtrack. The empty-backtrack is generatzd
only if there is no pew tuple satisfying the plan,
Aho I}

presented an iterative procedure (Figure 3) to suppod

otherwise the nonempty-backtzack is generated,

LFP cperations. The nonempty-backirack corresponds o
the while loop because of dissatisfaction of the condition
(£=#), and the empry-backirack corresponds to the <ase

of szrisfaction of the condition (&°\=47),

Prolog cannot discriminate among causes of the
backtrack because the binding information of variables are

freed when backtracking occurs., We decided 1o use

ancestor

oparent parent, ancastor
T<Plani> L. :
opSCERT,mATEntsT  parent, parent,ancestor
TPlaniy : L
“parent; parent; parent’
T <Flands

Figure 4 Search-tresfFizn Relation

K <- Ry

i

Re-K
Ro<-RUJIR}
while (17 j= 8)

Figure 5 Tterative Procedure of LFP operation

side-effects of Prolop such as assert and retract to
diserimirare between the two  types of backtrack.  When
ne new tople is  detected for a  relational aigebra
command sequence, an  empfy predicate which acts as a
fap is asserted (created) to indicate the empty-backtrack,
hefore a backirack takes place,  When at  lenst one new
teple is found. nothing is asserted to indicats  the
nensmpty-backirack, before the backirack takes place,
Figure 6 shows the new process flow. Figure 7 shows the

main part of the new system program.
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Eo{ 100, Goal) = generate{ DB, Goal,_, Pian),
aptimize{ Plan, Optlilan ),
canveri{ OpePlan, Command ),
deltal Command, Relation),
backtrack{Relation),

goi_,_} o= listinglout)

backrrackiRelation) -
deltaffcopwour,ourl)
urionfRelation out)
equaliout!cut} eg_ans),
eq_ansing}, !
retractiempry), foil,
backtrack{_ ) :- eq_ansiyes) !
assertfempry}, fail,

Figure 7 Main Part of System Program

The predicate generare (Figure 7) which corresponds
to the plan generator generates plans by checking whether
emply is asserted or not. I there is no empny, the plan

¢nerator grows the branch along which the previous
result exists. EF there is empsy it prows other branches
and retrasts the ety by checking it next. This ehacking
works a5 a check of siop conditions for the recursive
program. The time when checking takes place depends
on the structure of the program. It is necessary to add a
few specifications to  recursive prezrams  as  stop
conditions. We decided 1o use 2 predicate check for
indicating that timing. When a wuser asserts a clause
which iz a recursive program, he must add this check
predicate to the top of condition parts of that clayse, in
order to make the plan generator check the existence of
the predicate empy when 1t grows the search tree.  For

instznee, clause (2) is chanped into

feblfancestonfX, ¥ := check,
parent(X T} ancestor(Z, Y11, )

This specilicalion is not so exlraordinary, since the
predicate parear in (2) acts as a stop condition of
pecucsion. I0 we intechange this predicate with e

predicate gacesier, 1L means a8 change of program style

from a right-recursive call to a left-recursive eall, This
recursive call cannot be stopped by present i’rniog
processors, 2lthough the program  is not logically wrong,
The check predicate is used simply to maoke that s:op
condition clear.  This system  can also landle  the
left-recursive program by using the predicate check. In
that case, search strategy  is changed from depth-first to
breadih-first, Whichever strategy we may use, the set of

the lust resulis is the same when we get all the results for

a guery.

There can be any number of recursions in a
program, ail of which use only one type of check 285 2
stop-condition-checking predicate.  7This i3 becauss the
same empny predicate indicates a siop cor fition to the
currently developing recursion. When the currently
developing recursion is stopped by the check predicate,
the program then reterns to the ealler.  The caller's
recursive call could also be stopped by the same check
predicate, by this time the ermoty predicate is already
retracted at the end of the farmer stop condition

checking.

To examine the convergence condition of LFP
operations, the systzm  has two relations owr and owtf
whith correspond to R and R' (Figure 5), respectively. It
executes a union berween these two relations.  The
backiracking predicare {(Figure 7} checks cquality betwezsn
oul anl ol and discriniinates betwezn
nonempiy-backiracks and empry-backiracks, Ininally, owr

and ¢uwld aic cuply.

If the system were to merely check tuple generation
per plan and invoke an empty-backtrack only when there
is no generated tuples, it could mot necessarily stop some
tvpes of recursions even if the program  used the check
predicates. If we accept facts which will make the plan
generation eveliz, for example, pareniytargraro) or a  pair
facts such as  parentrare honake) and  parent'hanako. faro)
in the extensional darabase, program {11,03),(5) will not
stop, even i il contains  check predicates.  Ie thar ease,
the user must check  the fnteprity constraints of datohase
[7] tor

carefully specily his ey a5



“f-ancestori XY LX\=Y." Sinee the new system checks not
only tuple generation but  also checks whether  ihe
generated tuples 2re new or not using the set operatios, it
can handle cyclic data in the daabase without integrily
constraint checking and witheut explicit restricticn of
guery, If the converted relational algebra expression is
monctonic [L), this system 5 not only capable  of
ohtaining &!l the wples which satisfy a2 query, but can

also terminate,

One of the prinsipal  goals of this improvement 1s
the speedup of plan generation and optimization of the
plan as well as the capebility to handle LFP operation.
We will describe how to implement thal speedep and
optimization in the following secticns, There are a few
other modifications to the system., Our previpus paper [8]
handie evaluable

not-predicate. It did not show how 1o implement them.

showed how o predicates  and
Thers was a bug in the plan converter when a p{X.X)
type predicate was given. In the improved system, we
have changed the plan converter to deal wath evaluable
predicates, pot-predicars, and p{X X} type predicates

Thke Delta simulstor is vnchanped

The evaluable predicates contained 1n a user’s gGuery
arz put in the reietional elgebra commands as conditions
of selecrion or  joim by  the plan  converler.  The
not-predicare is  transformed to  difference command by
the plan ennverier, so it tmposes festiletions on the space
uf variables which appear in the predicates placed before
the not-predicate, Hege, 3 not-predizate cannot be placed
on top of 2 goal sequence. In the present Proloz system,
the not 15 impiementsd as "Nepation as Failure" by using
cut-gperater. The not described herein i not same 1o

thot of "Nepation as  Feilure”. Tf wsers want to use the

nat in Prolog sense, they should so define the not.

The medified plan convertsr can row be thoeght  of
as translaung relational  caleulus mnto relational algebra.
Only selectien, Join, and  prefection were used In the
converted plan (relational algebra commands) when plans

did not contzin = nol.

4, Improved Plan Generntor

The implementation of the plan generatar  propased
in our provious paper [8] was complex cnough to process
even cnificarions by program, B wos time consuming o
generate a plan, especislly  when  searching a clouse for
vartables which are unifiable by znalyzing its srruemare,
To penerate plans faster, we implemented a more efficient
plan generator which wtilizes Proleg's bulli-in unification
facility to deduee Prolog's querics. In {7], we developed
an enianced demo predicate [2] based on the execute
precdicate found in A Frolog Interpreter in Prolog”
proposed in [4] which can also deal with Prologs
cul-operator {1). Figure 8 shows the main part of the
new plan generator, geserate, which wses the idea of the
echanged deme predicate.  The size of the program has

been reduced to about one fifth that of die previous ons,

The principle of deduction which evaluates predicates
located in the extensional database in deferred manner
has not changed. The previous plan generator deduces a
goal sequence from  the top of the sequence. When it
finds a predicate located in the extensional database, it
sends the predizate to the tail of the secvence, This
deduction stops when the predicote which 1s sent et first
appears at the top of the seguence. At this time, the
gequence contains only the predicates Incated in  the
extensional darabase, and the sequence repressats a  plan
for the goal sequence. Our improved plan  penerator is
able 1o deduce the goal sequence as well as our previous
genergtor. When w linds & predicate locsted in the
extensional damhase, it appends the predicate to 2 list for

GuLpul,

In Figure 8 the Tust argument of the geserare
predicale indicates the world name of the intensional
database. Thus the plan generator can dsduce in one of
the multiple worlds  {Figure 3} by indicating the world
name as the wvalue of that argument. The sccond
argument takes the I'rolog query as ioput. The last one
gives 2 sequence of transformed geals ps output. We  uge
a difference list @73 Y} for output in which X' points to
the head of the list and ¥ points to the tail of the hist w



peverate(IDB, irue, _ (X, X)) - 4
pererare(IDE_ a7X X))
generate({DB, ! cui di X, X)),
generawe{ IDE cheek,_ a( X, X} )

{empovt retracifempeyp) fuil-true )
gemerarel IO, eadbl P dEX X -
generate 25 not(P) V.dfnat{ENXL X0 -

! generate(IDB P VL),
generate( DB, (F,Q) VL) -

! (generate(IDB PV L) generate{IDE, 0V, L)),
gererare(IDB(F, 00 V.CrX, Y} -

! generare{IDO P, Cd{ X, Z)),

(C==cut, V=cur, b penerare(IDR, G V,d{Z, ¥)1)
generaie(IDB PV L) -

idd clouse(iDB P.Q). penercte{ OB Q. VL),

{Fe=cur, £ foil; true).
Figure 8 Main part of the New Plan Generator

(Based on [4.7])
make list processing efficient.  The third argument is
used as work space to handle the cut-opermor, This
cul-operator only controls the preduction of a  plan,
which enables the control of search space, This operator
simulates the control function of the DEC-I0 Prolog
cut-operator. The predicate, sdb_clawse{IDE P, () searches
the intensional database for a predicate which is uaifiable
with P and returns the predicate’s body as @ with the

unified variables,

Motice that certain kinds of evaluable predicates {e.g.
"' "=" "\=") are not evaluated here.  Instead, they are
passed through as a condition of sefection or join to the
plan comverter, and evaluated later in the relational
elgebra command execution {Delta) simulator, The plan
generator has no part which directly handles these kinds
of predicates. To pass it to the plan converter, there
needs to be a corresponding predicate in  the intensional

database; for example,

idb((X=Ye-edb{X=Y)}). {10)

18 needed Tor the evalunhle predicate ="

This plan pencrator, which s compiled in DEC-0
Prolog on a DEC-2060, generates plans in about 5 to 10
ms (CPL time) for the above examples. This is about 20
to 50 times faster than the previcus plan generator.
Further speadup can be obtained as the depth of the
search tree becomes greater, since the counts of dynamic

leop in the program decrease.

5. Plan Optimizer

In the previous systemn, redundant relarional algebra
commands and redundant  temporary refations were
produced. Fo: example, the temporary refation rfempd in
{7) has exactly the same infecmation as the relation
rempl in (5), so  selcnoafpareatfl=mrogempd) in (7} s
not necesszry i the relation fempd is kept. This means
that the subplan porentftere, X1} in (6) can be replaced
with femp2{ X1l

To avoid the predection of redundant commands
and relations, genersted plans and relation forms are

stored in pairs. A sample pair for (4) and (3) is

plan({parent(tare, X)], temp2( X}, Iy

A search is made for a match between subplans in the
new plan and in the set of previous plans vsing n string
maicher (Figure 5} made [rom appond pradicates. By
replacing the subplan from the new plan with the
maiched subplan from & previous plan, potential
redundaney is removed. This string matcher can  search
subsirings of arbitrary length which can be found
anywhere in the string. The predicate eg_siruct in Figure
9 checks the equality of two arguments’ structures, since
simple unification between two arguments causes harmful

instantigtions,

The plan optimizer is placed between the plan
generator and the plan converier (Fipure 6). Using the
plan optimizer, for eyample, the plan of (8) is translated

into



epamael AN GUTL -
plan{PLI Rel),
apperdl TPL Rest IN)
append! Top PL2 TFL,;,
cq_siruci{ FLLEL2),
PLT - PL2,
appengl Top,/Rell TO),
gpperdl 50, Res:, OUT2),
aptimizel UT? QLTI
gptirmizef X, Y

Figure §  Main part of the Plan Optimizer

fremz30X1) perentf XX )] [z}
znd the relational algebra command for {7} is replaced by

Loinftemp2 parent fij=fi] temp3)
projeciiondtompd (3] tempd)] (13

Itz a basic and simple optimization, but it greatly
impraves the efficiency of the Prolog/ralational alpebra
wmterface. This amplifies effectiveness when the program

contains recursive call sezh as in the above cxamplz.

4. Cenclusion

In this paper, we deseribed ap efficient interface for
uss between o logle programming language and  relational
algebra. Qur interface provides the means for processing
a useful darabose guery language capable of handiing LFP
operations. We showed hew we impreved the system by
enabling it to hendle LFP oparations, the cut-operator,
evaluable predicates and the not-predicate, We showed
that a faster plen generator and @ plan opthinizer  was
possible. Both improvements make this interface practizal
for actual vge.

ATTLENDIX

This  appendix  shows  execution  examples of

interfacing program  between  TProlog  and  relational

darnbase.
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