Nonlinear Systems, Automata, and Agents: Managing their Symbolic
Data Using Light Weight Persistent Object Managers®

R. L. Grossmanf
Laboratory for Advanced Computing
University of Illinois at Chicago

W. Kohn
Intermetrics

A. Nerodet
Mathematical Sciences Institute
Cornell University

MNovember, 1994

Abstract

A hybrid system is a network of continuous input-output systems and discrete digital automata. Since
hybrid systems contain both continuous and discrete data, implementations must manage both types
of data. It is currently a challenge to manage the discrete data of a hybrid system. One approach
discussed in this paper is to use “light-weight” persistent object managers and specialized algorithms
exploiting them.

This paper also considers external agents whose role is to introduce new digital automata into a
hybrid system when the hybrid system is no longer meeting the desired performance specification. One
means of implementing external agents is to inference from a set of variables, predicates and rules using
MetaProlog. It has been an open problem as to the best way to manage the predicates of the agent
programs to speed up computation of control automata. An alternative discussed here is to use a light-
weight persistent object manager to manage a persistent object store containing variables, predicates,
and rules and specialized software tools to perform the inferencing.

1 Introduction

Hybrid systems are interacting networks of continuous, generally nonlinear, input-output systems and
discrete antomata. In a typical example, a physical process or plant gives rise to a continuous input-
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output system. A digital program, viewed as a digital automaton, enforees some desired behavior of
the plant by selecting appropriate plant laws and appropriate control laws for the actuators which are
used to control the plant. Hybrid systems have emerged as a powerful methodology for modeling large
complex systems [2].

A fundamental problem in hybrid systems is the design of digital automata which can select appropri-
ate plant models or modes and appropriate control laws $o achieve desired performance. The problem
is how to find algorithms which, applied to ordinary differential equations describing the dynamics of a
plant and specifications for the desired plant performance, extract digital contrel programs that force
the state trajectories of the system to obey the performance specifications. See Figure 1.

A second fundamental problem is how to do this in a robust fashion. A simple hybrid system consists
of one digital control automaton used to control one continuous system. In use, the digital control au-
tomaton may fail to meet performance requirements for control of continuous system state. It may need
to be replaced on-line when deviations from performance specifications are detected. Kohn and Nerode
introduced the concept of an agent to accomplish this task. An agent monitors the simple hybrid sys-
tem consisting of its continuous system with system controller (actuator) and digital control automaton.
The agent looks for non-compliance with specifications and uses this and other historical information to
compute, and occasionally install, a new finite control automaton. To repeat, the purpose of introducing
the concept of agent is to implement appropriate adaptive control in the face of unmodelled dynamics
and other uncertainties by computing and installing a new finite control antomaton to replace the old
one on the fly, when performance specifications for the system are violated. See Figure 2.

In this paper, we review the concept of a hybrid system and of an external agent. A particularly
important challenge is developing appropriate technology to manage the symbolic data required by an
automaton and an external agent, for large real time or near real time applications. Using “light-weight”
low overhead, high performance persistent object managers to manage this data is a promising approach
[1] 2nd [3]. In this paper, we discuss some of the implications of this approach.

2 Hybrid Systems

In this and the following section, we introduce our basic ideas with a simple example. We work for-
mally. That is, we are not concerned with smoothness of vector fields, controls, or trajectories. We
assume that all continuous structures have enough smoothness for our constructions. Our example has
three components: an input-output system, an automaton, and an agent. This yields a hybrid system
consisting of the first two components. This hybrid system is is sole our concern in this section. In the
following section, we extend consideration to a hybrid system with an external agent.

Input-Output. System. The role of the input-output system is to describe the time evolution of a
continueus physical process which can be controlled. More precisely, given a control { — u(f), the time
evolution of the state is given by a map ¢ — z(t,u(t)) which satisfies an ordinary differential equation

#(t) = E,(z(t), u(t)),
where F is a vector field.

Automaton. The role of the automaton is to describe the time evolution of a discrete process, with
discrete input and output symbols. A digital program is an example of such an automaton. More
precisely, we assume that the automaton has a space of states 5, accepts input symbols 3, and that its
dynamics are specified by a transition map

2* x5 — 5,
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where the {1* is the semigroup of all words generated by the input symbols 3. After each state transition,
the automaton outputs a discrete symbol 4.

Hybrid Systems. A hybrid system consists of one or more input-output systems, interacting with one
or more automata.,

Example 1. Mode Shifting. As a simple example, we return to the setting of the opening paragraph.
We follow [6] and consider a simple hybrid system in which the digital automaton selects appropriate

control laws and shifts modes of the input-output system. That is, assume that for each discrete output
symbal + of the automaton, there is a triple consisting of

1. a time 7,
2. a control t — u,(f)
3. a vector field F,(z(t), u(t))

This data determines a flow in the state space. That is, if the nonlinear input-output system was
at the point =y in the state space, then this data uniquely specifies a new point z; in the phase space
defined by flowing along the vector field F, for time =,

= exp 7, F, - 2o,

where F., = F(z(t), u,(t)). _

The flow of the hybrid system is defined by repeating this cycle: the automaton accepts another
discrete input symbol, transits states, and outputs a new discrete output %', which in turn is used to
select a new closed loop mode. '

The intended interpretation is easy: the automafton, viewed as a discrete digital process, is used to
select a mode and a closed loop control for a continuous input-output system. See IMigure 1.

Since a hybrid system is a network of communicating continuous and digital devices, at any time the
svstern has a hybrid state, the simultaneous state of all plants and digital control devices. The hybrid
state may be viewed from two complementary viewpoints, each of value for different purposes. The
first viewpoint is that of the continuous world. From the continuous point of view, the states of the
continuous plants naturally evelve in continuous time. We may also think of the states, inputs, and
outputs of the digital device as piecewise constant functions of continuous time, changing abruptly at
the endpoints of open time intervals. Thus the hybrid state can be viewed as evolving in a suitable
continuous space of hybrid states. The second viewpoint is that of the discrete world. From the discrete
point of view, the trajectories of the plant may themselves be viewed as discrete objects, which can be
interpreted as the states of an appropriate discrete automaton. There is & natural discrete automaton
with the same behavior as the network consisting of the automaton summarizing the continuous plant
behavior and the digital controlling automata, Part of the charm of the subject arises from the interplay
between the discrete and continuous viewpoints.

3 External Agents

We now describe a simple type of agent and its interactions with hybrid systems.

Agents. An agent is specified by a collections of variables, constants £ = £, £, .. .,, function symbols,
and functional terms defined from them, predicates

Q(El N TR ]:-
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Figure 1: A simple hybrid system in which the discrete digital automaton selects an appropriate input-
output system and control law.

and rules

FAE R L PR
where the symbol : — denotes implication the comma denotes logical conjunction, and p is also a
predicate, .

Example 2. Aulomata Shifting through Variable Update. Returning to the setting of Example 1, we
now assume that there is also an external agent whose role is to shift, select, or extract an appropriate
automaton. More precisely, assume that the agent's variables £, £a, . .. are functions of the state of the
automaton and the state of the input-output system. Therefore, as the state of the automaton and the
state of the input-output system evolve, the values of the agent’s variables change. Physically, one can
imagine that the automaton and input-output system have sensors which update the agents’ variables.
See Figure 2. '

As the variables change their values, the truth values of the predicates qy, g4, ... change, and hence
so do the values of the predicates py, pa, ... which are determined by rules.

For simplicity we assume assume that the role of the predicates p; is to select automata number i.
In other words, just as the automaton selects the control law for the input-output system, the agent
selects the appropriate automaton from a suitable collection of automata. Of course, there are much
more general ways for the predicates and rules to select an automaton.

The role of each agent is to observe when its plant with digital controller fails to meet the performance
specification for that plant, and then to compute a new digital controller and put it into place for the
plant. The agent is viewed as operating off-line or, put in another way, to operate on a time scale which
is “slow” compared to the “fast” time scale needed for on line control in the real time hybrid system.
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Figure 2: A simple example of a hybrid system with an external agent, in which the role of the external
agent is to select an appropriate automaton on the basis of updating variables and evaluating rules and
predicates,

4 Multiple Agents

In the previous two sections, we examined a very simple example of a hybrid system and of a hybrid
system with external agent, In practice, two simple variants of this approach are often used.

Example 3. Agents Which Use Historical Data and Other Variants. Many other variants are possible.
Perhaps most important is the ability to use historical data about the behavior of the input-output
system and automaton. This data may be coded into appropriate variables, which are then used by the
predicates and rules. The efficient management of this data is an important component in the design of
high performance hybrid systems and one of the reasons light weight persistent object managers become
important.

Another important variant is when measurements of the input-output system and of the digital
automaton are used to add new predicates to agents. We also note that for some applications, such as
the expanding networks which arise in distributed interactive simulation and interactive multimedia,
agents also have to be capable of spawning new agents and of deactivating agents.

Example 4. Multiple Agents—MAHCHA. Recently Kohn and Nerode have developed a multiple agent
distributed hybrid control architecture (MAHCA) for extracting control programs for systems of coop-
erating agents controlling distributed hybrid systems ([8], [9], [10], [14] and [13]).

In [9] the hybrid sysiem is modeled as a “carrier manifold”, with coordinates representing both
physical, logical and goal variables. The evolution of the hybrid system is a trajectory on this carrier
manifold. They have shown how to formulate cooperating autonomous sofltware agents controlling a
hybrid system and meeting dynamical and logical constraints and goals as a single distributed relayxed
variational problem, and then developed methods to solve the latter problem for the required controls.
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In other words, in this approach the input-output system, the automaton, and the agent are all viewed
from a continuous viewpoint.

5 Persistent Object Stores

The success of the theory of hybrid systems and hybrid systems with external agents is critically de-
pendent on the development of the appropriate technology to implement the ideas described above. In
this section, we focus on one technology which is emerging as a key component for engineering large
complex hybrid systems controlled by external agents: the use of persistent object stores to store and
manage the discrete data associated with the problem. This idea was first developed in [1] and [3].

Data which exists independently of the process which creates it is said to be persistent; otherwise,
it is called transient. Persistence is most familiar as a feature of databases, but recently persistence
is emerging as basic service provided by next generation operating systems. Using distributed, low
overhead, high performance persistent object managers is proving useful in a variety of applications
from digital libraries to high performance simulations [7].

A persistent object manager is a software tool which creates, accesses and updates persistent objects.
By a “light-weight” persistent object manager we mean one in which no additional functionality is
provided. Persistent object managers form the core of an object oriented database in which additional
functionality, such as transactions, back up, recovery, concurrency, etc., is present.

One of the problems in using = database to manage discrete symbolic data for computationally
intensive tasks for hybrid systems is that traditional general purpose databases incur too much overhead
to provide acceptable performance. A basic alternative is to use “light weight” software tools to provide
persistence and to manage persistent data [4].

For example, Figure 3 from [5] compares four different technologies for computationally intensive
queries on high energy physics data: file based aceess using a memory management system called YBOS,
a commercial relational database, a commercial object oriented database, and persistent object manager
called PTocl: The PASS Project developed three application specific benchmarks {mmm, bs, and avg)
appropriate for the management and analysis of high energy physics data [5]. The histogram measures
the time in seconds for tests on 109 Megabytes of data running on a Sun Microsystems SparcStation 1
with Sun 0§ 4.1.3. The advantages of using a persistent object manager are clear.

FPersistent Object Stores of Trajectories. As mentioned above, hybrid systems may be viewed from
two complementary viewpoints: the discrete viewpoint in which the continuous system is viewed as a
discrete collection of continuous objects, such as trajectory segments; and the continuous viewpoint, in
which - the discrete automaton is viewed as a continuous system with discrete transitions.

From the discrete viewpoint, persistent object managers appear, for example, as a mechanism to
manage physical collections of trajectories objects. Once managed in this framewark, it is a simple task
to interface discrete digital automata to select trajectory segments with desired performance specifica-
tions or to provide appropriate control laws to the nonlinear input-output system. See [3] for further
discussion.

Example 5. TrajeclorySiore. In [3] 2 path planning algorithm for hybrid systems is described. In this
algorithm, during preprocessong large numbers of trajectory segments for a hybrid system are computed
and used to populate a persistent object store of trajectory segments. Subsequently, a request to
approximate a desired flight path is interpreted as a query on the persistent store of trajectory segments.
The query returns a sequence of trajectory segments which approximate the desired flight path. Near
real time performance is obtained by using appropriate indices. One strength of this approach is that
the actual controls required can be retrieved along with the trajectory segments at no additional cost.
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Figure 3: The chart compares four different technologies for computationally intensive queries on high
energy physics data: file based access using a memory management system called YBOS, a commer-
cial relational database, a commercial object oriented database, and a persistent object manager called
PTool. The PASS Project developed three application specific benchmarks (mmm, bs, and avg) appro-
priate for the management and analysis of high energy physics data [5]. The histogram measures the
time in seconds for tests on 109 Megabytes of data running on a Sun Microsystems SparcStation 1 with
Sun 08§ 4.1.3.
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Persistent Object Stores of Predicates. An external agent also has discrete symbolic data. It is natural
to use a persistent object to manage this data. More specificaily, a low overhead, high performance
object manager can be used to manage the distributed collection of predicates required by a system of
cooperating autonomous agents in order to provide the performance required for real time applications.
High performance inferencing could then be achieved by the use of a companion software tool which
would access predicate rules and facts stored by the persistent object manager and provide high per-
formance inferencing. Thus we propose a “light weight” inferencer plus a distributed, persistent object
manager as an alternative to Prolog or LISP for implementing distributed agents.

Example 6. MAHCA.

We return fo the setiing of Example 4 which uses multiple agents for the control of hybrid systems.
The present implementation deseribed in [10] for autonomous controlling agents uses compiled MetaPro-
log programs for each agent. The agents observe their local plant behavior and occasionally change the
finite automaton controller of the plant when the performance specification is not met.

With currently available commercial implementations, MetaProlog has serious known limitations
when used for real time control of large systems. There are two causes. *One is the basic Prolog
mechanism of backwards search. This one can be eliminated at some additional overhead by forward
chaining implementations. But the other, more troublesome, cause is the necessity of retrieving and
depositing rules and facts in large databases for online theorem proving in real time. In the approach
described in [10], the agent proves the theorem, for a discretized optimization problem expressed in
automaton equation terms, that there is a control law that is sufficiently optimal for use for the next
interval of time. The witness substitution for that Prolog theorem is the desired next control law, a
modern version of Green’s trick.

What is crucial here is to eliminate the bottleneck due to having to consult a large database to
prove this theorem, that is, to choose a control law that is essentially obtained by back propagation
(backwards chaining) from the final goal. These databases of rules and facts can be very large because
the dimension and size of the state space of the controlled systems can be large. Prolog based systems
are not very fast in performing this task, as the lack of commercial exploitation of deductive database
systems over a fwenty-five year period attests. General purpose databases and MetaProlog currently
carry overhead that makes such large real time applications hard to implement, necessitating disabling
much of the Prolog mechanisms and using ad hoc database management technigues.

Using a light weight persistent object manager together with a light weight inferencer to manage
predicate data, stored rules and facts, as proposed in [1] appears to be a promising approach.

6 Summary

A hybrid system is a network of continuous input-output systems and discrete digital automata. Since
hybrid systems contain both continuous and discrete data, implementations must manage both types
of data.

It is currently a challenge to manage the discrete data of a hybrid system. One approach discussed in
this paper is to use “light-weight” persistent object stores and specialized algorithms exploiting them.
A basic example of this approach is a class of path planning algorithms introduced in [3] which uses a
light-weight persistent object manager called PTool to view a path planring algorithm as a query on a
large persistent store of trajectory segments of hybrid systems.

In the context of hybrid systems, external agents were introduced in [10] and [11], as means of intro-
ducing new digital automata into a hybrid system when the hybrid system was no longer meeting the
desired performance specification. Currently, the external agents used in [14] and [15] work by inferenc-
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ing from a set of variables, predicates and rules using MetaProlog. It has been an open problem as to the
best way to provide management for the predicates of the agent programs to speed up computation of
control antomata. An alternative introduced in [1] is to use a “light-weight” persistent object manager
to manage a persistent object store containing variables, predicates, and rules and specialized software
toals to perform the inferencing.

This approach appears to be particularly promising for the multiple agent distributed hybrid control
architecture (MAHCA) introduced in [12], [13] and [14]. In this approach, hybrid systems are modeled
as a distributed mixed continuous-discrete optimization problem in which each agent has to recompute
and replace control automata on line as needed, and the management of the predicate data is particularly
challenging.

In this paper we have clarified the notion of agent as expressed in a persistent object store, and have
proposed implementing agents by a combination of a light weight persistent object store plus a light
weight inferencer for online extraction of control automata. We believe that this has the capacity to
bypass the bottlenecks inherent in MetaProlog and in conventional and deductive databases.

This is an instance of the general principle that database implementations optimized for the class of
gueries actually used in the intended application have much to recommend them if real time and large
databases are involved.

The principal advantage we see in this approach is its real time scalability to large applications. This
has been demonstrated by for aircraft path planning [3] and for real time data retrieval for physical
simulations [5] and [7)].
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